
Java Workshop
Day 2
Introduction

Today’s goal is to introduce you to some basic java concepts. In particular, we’ll talk about loops, if/then statements, methods, utilizing the Convert class.
Loops

There are several kinds of loops in java—the for loop, a while loop, and a do-while loop. We’ll focus on the for loop.  More information about the others can be found in Appendix 1. The basic format for a for loop is 

for  (initial counter value; logical statement; increment)

{


//put code here

}

Example:


for (int counter=1; counter<=10; counter++)

{


//Put code here

}
This is a loop with an initial counter value of counter=1, a logical statement of counter<=10 (this causes the loop to run until counter has exceeded 10), and an increment of counter++ which increments the integer variable counter by 1 after each pass through the loop. 
Observations

· Note that I’ve declared counter as an int inline.  This means that I have not declared the variable counter previously.  Of course, if I have previously declared the variable counter, then there is no need to declare it again here. One benefit of doing inline declarations is that when the program passes out of scope (i.e. out of this loop), the variable counter is no longer accessible and will prevent accidental increment/decrements.
· The expression counter++; is shorthand for counter=counter+1; If you wish to increment by 2, you can utilize the expression counter=counter+2; or counter+=2;.  Both will do the same thing. Similarly, if you wish to decrement counter by one, counter--; will do the trick as will counter=counter-1;.  If you wish to multiply the counter by 3 on each pass through the loop, counter=counter*3; and counter*=3; are equivalent expressions.
·  Historical note.  The “”++” in the C++ programming language is a nod towards this shorthand notation and suggests that C++ is a little bit more than the language C.  And this is certainly true since C is a subset of C++, even though C++ was developed after C was created.
You try it…
I’m assuming that you did the first part of the homework from last time.  If you did not, you should create a new project named Day2Project.  Add a package named edu.usafa.day2  and a JApplet named Day2Applet.  Place a JPanel on the applet. On top of this, put two labels and a button.  Name one of the labels loopLabel and the other methodLabel. Name the button computeButton.  Finally, put a JTextField on your JPanel and name it nField.  
1. Write a loop that will add up the numbers one through 10 and store the answer in the integer variable answer when clicking computeButton. This means you will need to add a mouse click event to the computeButton.  Right-click on the computeButton and choose Events/Mouse/MouseClicked.
2. Output your answer to loopLabel.  You must use the setText(String) method to output to loopLabel.  Since this method requires a String as an argument, you must convert answer to String.  The easiest way to do this is to append it to another String with the + operator.  In the context of the setText(String) method, Java will force the type of the appended String and int to be a String.   
3. Build and run your applet. If you’ve done everything correctly, your result should be 55.
See Sample Code 1 in Appendix to check work.
Inputting data from the Applet/Using the Convert class
Download and Import the Convert class.  

We’re now going to modify our existing program so that we can take an integer n from the GUI via the text field nField and then add together the numbers 1 thru n.   This process is a little bit more complicated, but the ability to input information through the GUI will allow us to do all sorts of interesting things when we program.  

· Make the java class Convert.java  available to your project.  Download and save the file Convert2.0.jar in a place that you can remember. This file can be found at

http://www.jimrolf.com/java/javaWorkshop2007/javaClasses/Convert2.0.jar 
The Convert class is archived in this file in the package com.jimrolf.convert.  

· Add the convert package to your class path.  You must let Day2Project know where this .jar is located, so right-click on Day2Project and choose Properties/Libraries.  Click on “Add Jar/Folder” and navigate to the file you just saved.  After choosing Convert2.0.jar, click “Ok” and return to your project.  
· Import the Convert class into Day2Applet.java.  Your project now knows where the convert package is located. But you must still inform your applet class which files you need out of this package. It turns out that there’s only one class in the package— the Convert class.  So scroll up to the top of your  Day2Applet.java file. You will see the package declaration

package edu.usafa.day2;

Underneath this, type 

import com.jimrolf.convert.Convert;

This line means “import the Convert class from the com.jimrolf.convert package.”

· Declare a String variable, inputString.  While it’s not absolutely required to initialize a variable when declaring it, it’s good programming practice. With non-primitive data types, you may initialize them as null. It’s usually a good idea to group all variable declarations at the beginning of the method.  So I recommend making this declaration at the beginning of the computeButtonMouseClicked method.  This means that inputString will be available only within the method.  For today’s workshop, this will be sufficient.  
· Declare the double variable n and initialize to 0.0. We will use n to retrieve our data from nField.

· Retrieve String from the nField and store in inputString.  You will want to utilize the getText()method.  The important point here is all information coming through the GUI is a String.  We will need to convert this string to an integer before proceeding.
· Convert inputString to type int and store it in n.  Here’s where the Convert class comes in handy.    There are several methods in this class.  One of them is Convert.toInt() that accepts an argument of type String and returns the equivalent int.  Here’s how you want to use it:
inputNumber=Convert.toInt(inputString);
The Convert class is a class with static methods.  What this means for you is that the methods can be called with out first instantiating a Convert object (more about this in another lesson).  There are several other methods in the Convert class that you may want to use, including Convert.toDouble(String).  See the java docs at www.jimrolf.com for more details 
· Finally, add the numbers from 1 through n and output to loopLabel.  Here’s the code that I used to accomplish all of this:



See Sample Code 2 in Appendix to check work.

Methods
A method is a subroutine that does something.  For example, we may want to define and evaluate a function
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.  We will utilize a method to evaluate this function and return the answer to a user-specified location.  

Methods must be declared in the main body of your program.  This means they will never be declared in your computeButtonMouseClicked()method, nor in any other method.
In general, methods have the form

<return type> methodName(<type> argument 1, <type> argument 2, …){


//code goes here


return answer of type <return type>;

}

<return type> can be any type of variable or object, such as double, int, boolean, etc.  You may even have a return type of void.  This means that the method does something, but returns nothing.  In the case of a void method, the last line, 
return answer of type <return type>;
cannot be used. 

Here’s an example of a method
 that calculates
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.  In order to do this, we will need to input x as a double and return the answer as a double.  So the method might look like:

double f(double x){

double answer=Math.sin(x)*Math.sin(x);
//note the use of the 

        





// Math class here. 

     





// It has lots of functions!

return answer;

}

If we wanted to calculate
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 in the context of our computeButton method and put the result in the variable funcAnswer we would do this by

double funcAnswer=f(Math.PI/4.0);
Other Math functions and constants can be found in Appendix 3.
· Add a method named sum  to your code that returns the value of the sum of the integers 1 through n.  The sum of the first n integers can be computed via 
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.  You have a couple of options to implement this method.  Your may want to write a method that returns a double value.  But you can also take advantage of the fact that this method always returns an integer, so you might choose a return type of int.  Also the argument of this method can be an double or an int as well.    So you have two reasonable choices for the argument type.  You should pay special attention when dividing by two ints.    For example, 3/2 is 1, not 1.5.  1/4 is 0, not 0.25.
See Sample Code 3 in Appendix to check work

· Test your method by outputting to the methodLabel.  Your applet should now take an input n, and return the sum of the first n integers computed two different ways—via a loop and via a method.  Build and run your project. 
See Sample Code 4 in Appendix to check work
Decision making structures.

If/then/else statements and switch statements are two primary ways to make decisions in Java.  We’ll talk primarily about if/then statements and leave you to refer to Appendix 5 for information needed to implement switch structures.  
If/then/else statements

If/then statements have the general format 

if (logical statement){ 
    // put code statement(s) here 
    } 
else{ 
    //put more code statement(s) here 
    }

A logical statement is a statement that is either true or false.  Here are some examples:
· x<=y 
// is x less than or equal to y? 

· x!=y 
// is x not equal to y? 

· x!=y 
// is x not equal to y? 

· x==y 
// is x equal to y? 

· x||y 
// is x or y or both x and y true? 

· x&&y 
// is x and y true? 

· x>y 
// is x strictly greater than y? 
· x 
// is x true? (This presumes x is a boolean variable)
For example, if we want to determine the maximum of two numbers, we might have code similar to the following.

double biggest=0.0;

if (x>y){//We decide here which one is the max.


biggest=x;


}

else{


biggest=y;


}
You are not required to utilize the else part of the if/then structure. So use it when it makes sense to you!
· Write code to examine the integer n inputted from nField and output an error message if n is negative.   
See Sample Code 5 in Appendix to check work.
Using the debugger
NetBeans has a very nice debugger.  Instead of choosing “Run File” choose “Debug File” in order to engage the debugger.  You can run your program as you would normally, except that you now have the ability to stop at various points in your code and step line-by-line in order to find bugs.
· Place a breakpoint in your code.  Click on the narrow strip to the left of your source code and to the right of your Projects window. This will leave a pink box that is the breakpoint at which the debugger will stop. Here’s a screen shot of a sample breakpoint.

· Run program normally.  The program will stop and highlight the breakpoint line in green when it reaches it.  

· Use the debugger menu to step through code. This toolbar is above the source code. See screen shot here. You can step a line at a time, step into a method, step out of a method,  set the cursor several lines down and run to the cursor, and several other things.
· Use the Watches window to track variable values.  This window is in the lower right hand corner. Click on the “Watches” tab.  Right-click on the window and choose “New Watch.”  Type in the variable that you want to keep track of.  The debugger will update this value as you step through the code.  
· Quit the debugger. Click on the yellow boxed “x” in the debugger tool bar.  This stops execution of the debugger and will kill your applet window.  
The debugger can be an invaluable tool to speed up code development. It has much more functionality than I am familiar with, but there is some nice documentation under the help menu. 
Homework 2 

Write code to implement Newton’s method to find the roots of the function 
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.  Your program should take an initial guess from the applet when clicking a button, find the root, and output the answer to a label.  Note that Newtons’ method generates a sequence that converges to the root of the given function if the initial guess is “close enough.”  This sequence is generated by the recurrence relationship 
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Your code should have two methods—one  for the function 
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 and another for its derivative.  You will also need to decide when to stop looking for the root. One reasonable criteria is to check and see if 
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 is less than a tolerance of, say, 
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).  Also, you will probably want to use a while loop to implement Newton’s method.  See Appendix 1 for the format of these loops.
See Sample Code 6 to check work
Appendix 1
Do/while loops

Do/while loops
Do/while loops have the following general structure.

do {

// do something here

} while ( logical expression );
For example the following code loops through code 10 times.

int counter=1;

do {

// do something here

counter++;

} while ( counter<=10 );
The primary difference between while loops and do/while loops is that a do/while loop is guaranteed to go through the loop once before checking the logical expression.  The while loop is not guaranteed to execute the loop even once.

While loops
While loops are very similar in structure to do/while loops; their general form follows.
while ( logical expression ){

//do something here

}
The following example calculates 5 factorial.

int counter=2;
int factorial=1;

while ( counter<=5 ){

factorial=factorial*counter;

counter++;
}
Appendix 2

Converting data types: the Convert class
The Convert class is useful for converting some data types to other data types.  When writing applets, I’ve primarily used the toDouble() and toInt() methods.  Syntax for use is 

Convert.toType(argmument);

For example, when converting a String named inputString to a double, we would call the method as follows.
Convert.toDouble(inputString);

Currently available methods are summarized in the following table. 
	static public boolean
	isDouble(String snum) Checks to see if snum is number with a double value. This is useful for error checking input.

	static public long
	isInt(String snum) Checks to see if snum is a number with an integer value. This is useful for error checking input.

	static public double 

	toDouble(int inum) Converts int to double

	static public double[] 

	toDouble(Object object) Converts Object to double[]

	static public double 
	toDouble(String snum) Converts String to double

	static public int 

	toInt(double dnum) Truncates double to int

	static public int 

	toInt(String snum) Converts String to int

	static public long 

	toLong(String snum) Converts String to long

	static public int 

	toRoundedInt(double dnum) Rounds double to int

	static public String 

	toString(double dnum) Converts double to a String

	static public String 
	toString(float fnum) Converts float to a String

	static public String 
	toString(int inum) Converts int to a String


Useage
Here's an example of converting a double to a String: 

double x=3.645; 
String=stringx; 
stringx=Convert.toString(x);
We can now output this using the setText() method.  For example: 

label1.setText(stringx);

Here's an example of converting an int to a String: 

int year; 
String=stringyear; 
stringyear=Convert.toString(year);

Here's an example of converting a float to a String: 

float x=3.645; 
String=stringx; 
stringx=Convert.toString(x);
But the primary use of the Convert class is to convert strings to ints, doubles, etc. 

Here’s an example of converting the string “3” into an int.

String string3=”3”;

int answer=Convert.toInt(string3);

answer will now have the integer value of 3.

Code in Convert.java: Using wrapper classes.  
I’ve used wrapper classes to construct the Convert.java class.  Read on if you are interested in the details…

Other types of objects that we may encounter are ones defined by Double, and Integer classes.  Note the capital letter at each of these classes.  The class Double is known as a wrapper class for the primitive type double.  Thus Double objects and double variables are two different things. The reason Java needs these classes is that it is an object-oriented language.  With each of these classes is defined a myriad of different methods that operate on the Double object.  But as you might expect there is a close relationship between an object defined by the Double class and a variable defined by the double primitive type.  Here’s an example of how to define a Double object.



Double dval=new Double(70.5);

This statement constructs a Double object named dval and gives it the value of 70.5.

Now suppose you want to extract the value of dval and assign it to the double variable height.  Here’s how to do this:


double height;


height=dval.doubleValue();

Or, you can combine these three statements into one:


double height=(new Double(70.5)).doubleValue();

You should observe that doubleValue() is one of many methods that will operate on a Double object.  There are parallel concepts for Integer objects, Float objects, etc.   
Appendix 3
Methods and Constants in the Math Class

	Constants

	These constants are referred to via the form Math.Constant.  For example, Euler’s constant is 

Math.E

	static double
	E 
          The double value that is closer than any other to e, the base of the natural logarithms.

	static double
	PI 
          The double value that is closer than any other to 
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, the ratio of the circumference of a circle to its diameter.


	Methods

	All methods are called by using the form Math.method(argument). The following example calls the method 
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 and returns a value to be placed in the variable y.

double y=Math.sin(x);

	static double
	abs(double a) 
          Returns the absolute value of a double value.

	static float
	abs(float a) 
          Returns the absolute value of a float value.

	static int
	abs(int a) 
          Returns the absolute value of an int value.

	static long
	abs(long a) 
          Returns the absolute value of a long value.

	static double
	acos(double a) 
          Returns the arc cosine of an angle, in the range of 0.0 through 
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	static double
	asin(double a) 
          Returns the arc sine of an angle, in the range of 
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	static double
	atan(double a) 
          Returns the arc tangent of an angle, in the range of 
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	static double
	atan2(double y, double x) 
          Converts rectangular coordinates (x, y) to polar 
[image: image18.wmf](

)

,

r

q

.

	static double
	ceil(double a) 
          Returns the smallest (closest to negative infinity) double value that is not less than the argument and is equal to a mathematical integer.

	static double
	cos(double a) 
          Returns the trigonometric cosine of an angle.

	static double
	exp(double a) 
          Returns Euler's number e raised to the power of a double value.

	static double
	floor(double a) 
          Returns the largest (closest to positive infinity) double value that is not greater than the argument and is equal to a mathematical integer.

	static double
	IEEEremainder(double f1, double f2) 
          Computes the remainder operation on two arguments as prescribed by the IEEE 754 standard.

	static double
	log(double a) 
          Returns the natural logarithm (base e) of a double value.

	static double
	max(double a, double b) 
          Returns the greater of two double values.

	static float
	max(float a, float b) 
          Returns the greater of two float values.

	static int 
	max(int a, int b) 
          Returns the greater of two int values.

	static long
	max(long a, long b) 
          Returns the greater of two long values.

	static double
	min(double a, double b) 
          Returns the smaller of two double values.

	static float
	min(float a, float b) 
          Returns the smaller of two float values.

	static int
	min(int a, int b) 
          Returns the smaller of two int values.

	static long
	min(long a, long b) 
          Returns the smaller of two long values.

	static double
	pow(double a, double b) 
          Returns of value of the first argument raised to the power of the second argument.

	static double
	random() 
          Returns a double value with a positive sign, greater than or equal to 0.0 and less than 1.0.

	static double
	rint(double a) 
          Returns the double value that is closest in value to the argument and is equal to a mathematical integer.

	static long
	round(double a) 
          Returns the closest long to the argument.

	static int
	round(float a) 
          Returns the closest int to the argument.

	static double
	sin(double a) 
          Returns the trigonometric sine of an angle.

	static double
	sqrt(double a) 
          Returns the correctly rounded positive square root of a double value.

	static double
	tan(double a) 
          Returns the trigonometric tangent of an angle.

	static double
	toDegrees(double angrad) 
          Converts an angle measured in radians to an approximately equivalent angle measured in degrees.

	static double
	toRadians(double angdeg) 
          Converts an angle measured in degrees to an approximately equivalent angle measured in radians.


Appendix 4

Sample Code

Sample Code 1
private void computeButtonMouseClicked(java.awt.event.MouseEvent evt) {                                           

int answer=0;

for (int i=1; i<=10; i++){

answer+=i;

}

loopLabel.setText(""+answer);

}
Sample Code 2

private void computeButtonMouseClicked(java.awt.event.MouseEvent evt) {                                           

        int answer=0;

        int n=0;

        String inputString=null;

        inputString=nField.getText();

        n=Convert.toInt(inputString);

        for (int i=1; i<=n; i++){

            answer+=i;

        }

        loopLabel.setText(""+answer);

    }
I should point out that we can eliminate the use of the inputString variable by combining the two steps of getting the text fromnField and Converting it to an int. If we do this, the two lines

inputString=nField.getText();

n=Convert.toInt(inputString);

become the single statement

n=Convert.toInt(nField.getText());

Sample Code 3

double sum(double x){

return x*(x+1)/2.0;

}
Note that I used “2.0” instead of “2”.  This clearly indicates to the compiler (and user) that I am doing arithmetic with double instead of int.  

int sum(int x){

return x*(x+1)/2;

}

Sample Code 4

double sum(double x){

        return x*(x+1)/2.0;

}

private void computeButtonMouseClicked(java.awt.event.MouseEvent evt) {                                   
int answer=0;

int n=Convert.toInt(nField.getText());

for (int i=1; i<=n; i++){

    answer+=i;

}

loopLabel.setText(""+answer);

methodLabel.setText(""+sum(n));

}     
Note that I’m abusing the type of the variable n.  The method I’ve written requires a double argument.  But in the line 

methodLabel.setText(""+sum(n));

I’ve inputted an int into the method sum(x). The compiler has detected this and deals with it, However, you will often get a compile-time error.when you don’t math types correctly.  In general, this is not good programming practice.

Sample Code 5

double sum(double x){

        return x*(x+1)/2.0;

}

private void computeButtonMouseClicked(java.awt.event.MouseEvent evt) {    

int answer=0;

int n=Convert.toInt(nField.getText());

if(n<0){

loopLabel.setText("n must be positive");

}else{

for (int i=1; i<=n; i++){

answer+=i;

}
loopLabel.setText(""+answer);

methodLabel.setText(""+sum(n));



}

}
Sample Code 6
I used the existing computeButton, nField, and loopLabel from the previous exercise. I have not changed the name of these objects, but good programming practice will name objects something that will help the programmer understand the structure of the code and to debug it.

double f(double x){

return Math.sin(x);

}

double fdot(double x){

return Math.cos(x);

}

private void computeButtonMouseClicked(java.awt.event.MouseEvent evt) {                                           

double x=Convert.toDouble(nField.getText());
while (Math.abs(f(x))>1.0e-12){

x=x-f(x)/fdot(x);

}

loopLabel.setText("root is "+x);

}  
Appendix 5
The switch statement.

The switch statement has the following format
switch (arithmetic statement){ 
    case label 1: 
    case label 2: 

[image: image19]
    case label n: 
    } 
 

where arithmetic statement must be type char, byte, short, or int. For example given the following switch statement, 

  

int gradeLevel;  
switch(gradeLevel){ //4= 4 degree, 1=1 degree
    case 1: // gradeLevel is 1 
        label1.setText("I am glad I’m graduating"); 
        break; 
    case 2: // gradeLevel is 2 
        label1.setText("I wish I were a senior"); 
        break; 
    case 3: // gradeLevel is 3 
        label1.setText("I wish I could take this workshop"); 
        break; 
    case 4: // gradeLevel is 4 
        label1.setText("I need recognition"); 
        break; 
    }

If gradeLevel=1, then the output is: 
  

I am glad I’m graduating
Note the use of the break statement above. The break statement interrupts the current loop and kicks out to execute the remainder of the program. For example if you eliminate the break statement and have the following code 

  

int gradeLevel;  
switch(gradeLevel){ //4= 4 degree, 1=1 degree
    case 1: // gradeLevel is 1 
        label1.setText("I am glad I’m graduating");
    case 2: // gradeLevel is 2 
        label1. ("I wish I were a senior"); 
    case 3: // gradeLevel is 3 
        label1.setText("I wish I could take this workshop"); 
    case 4: // gradeLevel is 4 
        label1.setText("I need recognition"); 
        break;
}

and if gradeLevel=1, then the output will be 
  

I am glad I’m graduating 
I wish I were a senior 
I wish I could take this workshop 
I need recogntion
There are other subtleties associated with using the switch statement. Please refer to a good Java text for figuring these out.
� The Math class gives you access to many functions.  All of them are called with the format Math.function(x).  Math.sin(x), Math.tan(x), Math.abs(x) are just a few of the functions.  There are also some constants defined in the Math class.  Two examples are Math.E and Math.PI.
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